**Date-**

**Assignment No. :**

**Problem Statement:**

Program in C to convert a number to its English equivalent alphabetical representation.

**Theory:**

The alphabetical representation of a decimal number is based on repeatation of some primary tokens, such as “one”, “ten”, “hundred” etc. In the alphabetical representation of a decimal number, these tokens can represent either a value, or the positional weight of the value preceding it. Hence, the algorithm of this conversion is based on extracting digits of a decimal number in order, printing the value of the digits, followed by printing their positional value, if any. Positional values include “hundred”, “thousand”, “lakh” and “crore”. Numeric values include “one”, “two”, …, “ten”. The numbers 11-19 deserves special attention, as they are pronounced differently than say, 21 or 31. Hence, the alphabetical representation of the values from 11 to 19 are also considered as primary tokens, and is printed as required. Also, the values 10, 20, 30, …, 90 are also considered as primary tokens, for the same reason.

**Example :**

12890 🡪 Twelve Thousand Eight Hundred Ninety

**Algorithm:**

**Input Specification:** A number in its digit form say a.

**Output Specification:** Suitable word of the digit number.

**Steps:**

Algorithm for method TwoDig(value):

1. Set rem = value / 10
2. If(rem > 0) Then
   1. If(rem == 1) Then
      1. Print e[rem – 10]

// e is an array which contains the alphabetical representation

// of the numbers 10-19

* 1. Else
     1. Print c[rem – 2]

// c is an array which contains alphabetical representations

// of the numbers 20, 30, 40, …, 90

* 1. [End of if structre]
  2. If(value mod 10 == 0) Then
     1. Return
  3. [End of if structre]
  4. Print “ “
  5. [End of if structre]

1. Print f[value mod 10]

// f is an array which contains alphabetical representation

// of the numbers 0 – 9

Algorithm for method Num\_To\_Word(num):

1. If(num > 9999999) Then
   * 1. Call Num\_To\_Word(num / 10000000)
     2. Print “ crore “
     3. Set num = num mod 10000000
     4. [End of if structre]
2. Set t = num, count = 0
3. Repeat step 3.A while (t > 0)
   * 1. Set t = t / 10, count = count + 1

[End of while loop]

1. Set t = num, hp = 0
2. If(count < 3) Then
   * 1. Call TwoDig(t)
     2. Exit
3. Else if(count == 3 Or count mod 2 == 0) Then
   * 1. Set hp = PowerOf(10, count – 1)

// PowerOf is a function which calculates the exponent

// of a given base

1. Else
   * 1. Set hp = PowerOf(10, count – 2)

[End of if structure]

1. Set pos = count, t = num
2. Repeat through step 9.A to 9.H while (t > 0)
   * 1. Set dig = t / hp
     2. Call TwoDig(dig)
     3. If(pos > 2) Then
        1. Print d[pos / 2 – 1]

// d is an array which contains “hundred”, “thousand”, “lakh”

// and “crore”

[End of if structre]

* + 1. Set t = t mod hp
    2. If(pos == 4 Or pos == 5) Then
       1. Set hp = hp / 10
    3. Else
       1. Set hp = hp / 100

[End of if structre]

* + 1. If(pos mod 2 == 0) Then
       1. Set pos = pos – 1
    2. Else
       1. Set pos = pos – 2

[End of if structre]

[End of while loop]

Algorithm for method main():

1. Print "Enter the number : "
2. Input a
3. If(a < 0) Then
   1. Print "minus "
   2. a \*= -1

[End of If structure]

1. num\_to\_word(a)

**Source Code:**

#include <math.h>

#include <stdio.h>

const char \*f[] = {"zero", "one", "two", "three", "four", "five", "six", "seven", "eight", "nine"};

const char \*c[] = {"twenty", "thirty", "forty", "fifty", "sixty", "seventy", "eighty", "ninety"};

const char \*e[] = {"ten", "eleven", "twelve", "thirteen", "forteen", "fifteen", "sixteen", "seventeen",

"eighteen", "nineteen"};

const char \*d[] = {"hundred", "thousand", "lakh", "crore"};

static void twodig(long int val){

long int rem = val / 10;

if(rem > 0){

if(rem == 1){

printf("%s", e[val - 10]);

return;

}

else

printf("%s", c[rem - 2]);

if(val % 10 == 0)

return;

printf(" ");

}

printf("%s", f[val % 10]);

}

static void num\_to\_word(long int num){

if(num > 9999999){

num\_to\_word(num / 10000000);

printf(" crore ");

num = num % 10000000;

}

long int t = num;

int count = 0;

while(t > 0){

t /= 10;

count++;

}

t = num;

long int hp = 0;

if(count < 3){

twodig(t);

return;

}

else if(count == 3 || count % 2 == 0)

hp = pow(10, count - 1);

else

hp = pow(10, count - 2);

long int pos = count;

t = num;

long int dig;

while(t > 0){

dig = t / hp;

twodig(dig);

if(pos > 2){

printf(" %s ", d[pos / 2 - 1]);

}

t = t % hp;

hp /= (pos == 4 || pos == 5) ? 10 : 100;

pos -= (pos % 2 == 0) ? 1 : 2;

}

}

int main(){

long int a;

printf("\nEnter the number : ");

scanf("%ld", &a);

if(a < 0){

printf("minus ");

a \*= -1;

}

num\_to\_word(a);

printf("\n");

return 0;

}

**Input & Output:**

Set 1:

![](data:image/png;base64,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)

Set 2:

![](data:image/png;base64,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)

**Discussion:**

1. Given the inputs of the user, the number can be overflowed, and hence erroneous output can be produced by the program.
2. This program does not support printing values of floating point numbers.
3. The efficiency of this program can be improved.